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Trust is a key component to security. When purchasing a security device, many just assume that it 
is itself secure. Security devices are intended to secure your infrastructure, but in some may be 
introducing some unconsidered risks. Malicious attackers can leverage vulnerabilities in these 
devices and effectively use your own infrastructure against you. This paper briefly explores one 
such attack against security infrastructure. 

McAfee, Inc. offers a line of Intrusion Prevention Systems (IPS) under the McAfee Network 
Security Platform name. These devices are managed by a system called the McAfee Network 
Security Manager (NSM). This console is a web application that allows administrators to remotely 
control the deployed IPS devices.  

The author discovered a Cross-Site Scripting (XSS) vulnerability within the login page of the NSM 
web application. XSS, essentially a trust violation, allows an attacker to embed their own code that 
seems to be a perfectly legitimate part of the original web application. 

An attacker interested in taking down  an organization’s perimeter defenses could use phishing 
techniques against the administrators who manage the organization’s NSM. If an administrator 
were to fall victim to such an attack, the attacker could conceivably launch further attacks into the 
network. Let’s take a deeper look into how this technique works. 

McAfee NSM uses an HTML form to authenticate users to the system.  

 

After careful observation, we noticed that there was insufficient sanitation being performed on 
this input. This issue allowed JavaScript to be injected within the page.  
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To make this issue a serious attack, rather as opposed to simple defacement, we’d need to access 
sensitive data, like credentials. Before we can access the sensitive data, we need to understand 
how HTTP manages authenticated sessions. 

Because HTTP is a stateless protocol, we need to perform special methods to create an 
authenticated session. After a user successfully authenticates to a web application, that web 
application gives the user a cryptographically generated token called a session identifier.  

 

The web application gives this token to the user as a cookie, whose data is saved locally on the 
authenticating system. Each request the user submits to the web application contains this session 
token. The server will then validate this session token and accept the request.  

This cookie data is also available to JavaScript. When the web browser renders the page, malicious 
JavaScript code can query the document object to access the cookies for the current domain. The 
JavaScript could then take the cookie data and create an image object.  

 

This object could point to a web server under the attacker’s control. Scanning the HTTP server logs 
would reveal the administrator’s session cookie to the attacker.  

With the session cookie, the attacker would only need to submit a request to the target web 
application and provide the captured session token. The web application incorrectly assumes this 
request comes from an authenticated user and allows access. The attacker could now access the 
system with the same level of access as the original logged in administrator. This means the 
attacker could have the same control over these security devices as an administrator, including 
the ability to disable them. 

The risk of this type of attack can be mitigated. Verify that your servers sanitize all input they 
receive from a user or client application. This mitigation prevents scripts from being injected into 
your application. Another method to avoid session hijacking is to not only validate the user’s 
credentials with a session token, but also the client’s IP address. Regenerating session tokens on a 
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regular basis will help minimize impact. Apply the 'HttpOnly' bit to all session tokens to prevent 
JavaScript from accessing cookie data in browsers that support this option. 

Conclusion 

Everyday millions of lines of code are written to perform tasks from simple calculations to putting 
satellites in orbit. During the software lifecycle of these programs, they are tested to ensure they 
are doing the work they need to do. Vendors of systems that provide security are no different. 
They are tested to make sure that their logic is sound and that their product functions correctly. 
Since these vendors create systems that are relied upon to keep our perimeters safe we need to 
hold them to a higher standard. 

Networks are under constant attack; either from automated tools scanning large chunks of the 
Internet, or directly focused attacks. We need to have confidence that these devices can and will 
stand up. Before contracts are signed, test these systems. Perform penetration tests to make sure 
that things are locked down and that inputs are validated.  

It’s also crucial that after these devices are deployed, to continue to test them. Software evolves 
and patches are continually being released. Make sure to include your security devices in regular 
audits and penetration tests. Unless we keep a constant vigilant eye on these devices, they very 
well could be the gateway an attacker uses to breach into your network. 


